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ABSTRACT

Efficient using of the web cache is becoming important factors that decide system management efficiency in the web base system. The cache performance depends heavily on the replacement algorithm, which dynamically selects a suitable subset of objects for caching in a finite cache space. In this paper, the web caching algorithm is proposed for the efficient operation of the web base system. The algorithm is designed based on a divided scope that considered size reference characteristic and heterogeneity on web object. With the experiment environment, the algorithm is compared with conservative replacement algorithms, we have confirmed more than 15% of an performance improvement.
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1. Introduction

Cache performance depends on replacement algorithms, which dynamically selects a suitable subset of objects for caching in a finite cache space[1, 2]. Researches on the replacement algorithm have been conducted actively using web object at storage scope of a cache[3, 4, 7]. A replacement algorithm for web cache must reflect characteristics of web object, and web objects which user request have the following reference characteristics[5, 6]. First, web object size referred to by a user is greatly variable, and the variable object that web user requests must be efficiently supported by web cache. Second, reference characteristics are variable by an object preference of web user, and a variation of the size is also very large. Third, user reference characteristics have the temporal locality and the spatial locality.

Reducing total cost incurred due to cache-misses is more important in these caching environments. Therefore, a replacement policy is required that reflects these reference characteristics of web object. However, the traditional algorithm cannot reflect enough reference characteristics of these web object characteristics.

In this paper, we proposed a web cache replacement policy based on divided web cache scope. Emphasis is placed on improvement of the object-hit ratio and the response time. In the experiment results, the policy is compared with previous replacement policy, and the proposed
policy improves the object hit ratio and response speed.

2. Related works

Web caching is classified into several types: the client caching, the server caching, the proxy caching, the hierarchical caching, and the cooperation server caching[1]. The common goal of these web caching methods is an efficient operation of the limited storage scope. We can increase the performance of web caching by saving the frequently used object in the storage scope of cache. Therefore, an efficient object replacement policy is the most important factor for performance improvement of web caching[8].

The following descriptions indicate how each web caching policies select a victim-object to purge from the cache space.

2.1 LRU(least recently used)

Removes the least recently referenced object first. LRU is a algorithm to replace an unused object in storage scope so that a new object gets a storage space.

2.2 LFU(least frequently used)

Removes the least frequently referenced object first[4]. LRU and LFU have applied the traditional replacement algorithm to web caching field to have the specialty that was an object of variable size among the traditional replacement algorithms.

2.3 Size

Removes the largest object first. SIZE is a algorithm to replace the largest object among the objects saved in storage scope so that a new object gets a storage space. The web cache is different from traditional cache as a hard ware cache and a file system cache. In web cache the unit of an exchange is a web object, and the size of an object is very variable. Therefore, in a case where the size of many objects is small, they are removed from storage scope by one object whose size is large[3]. The algorithm of SIZE improved this issue by replacing the greatest object among objects of cache storage scope for new object.

2.4 LRU-MIN

Removes the least recently referenced object whose size is larger than desired free space of size s[4]. If enough space is not freed, LRU-MIN sets s to s/2 and repeats the procedure until enough space has been freed. LRU–min is a transformation of LRU.

2.5 SLRU(size-adjusted LRU)

Value(i) = (1/tn)/(1/si), where si is the size of object i, and tn is the number of references since the last time i was referenced.

3. Log analysis of the web object references characteristics and Replacement policy

(Fig. 1–3) show the result of log analysis of web object reference characteristic. Many requests were frequently made for objects of 1k–10k bytes like (Fig. 1). And request frequency rate on web object of 1k–10k bytes was the highest like (Fig. 2). Frequency characteristics of the user have a locality on the object-size as shown in (Fig. 1). Web is affected by various physical factors. Therefore, object reference characteristics of specific time cannot reflect total reference characteristics of web object. So, we must reflect the request frequency and size characteristic of web object in order to reflect an influence of networks effectively. Total transmission quantity can reflect size characteristics of web object well as in (Fig. 3).

Total transmission quantity is the value that multiplied the request frequency by the requested object size. The ratio of the request frequency of an object of 1k–10k bytes is the highest in the request frequency side, but the rate of an object of a 10k–100k bytes is the highest in the total transmission quantity side. This means that cache-misses occurring in web object on 10k–100k bytes size will suddenly increase the network traffic. Analysis of the results shown in Figures led us following conclusions on influences of reference characteristics and heterogeneity. First, The request for a small size object (10k bytes or below) is frequent, and according to this, a small size object generates a frequent replacement than a large size object (10k bytes or above). Second, Requests for a large size object are few in frequency side but generate a suddenly increase network traffic.

We can get the following conclusion to have an influence on performance of web cache with this log analysis.

1) The frequent cache replacement occurring by cache-miss of a small size object is a factor to lower the efficiency of a cache. Therefore we must reduce the number of frequent replacements of a small size object.

2) The cache replacement occurring by cache-miss of a large size object becomes a factor responsible for sudden increase of networks traffic and for the decrease in the network’s efficiency. Therefore we should reduce the replacements of a large size object.
3) Various heterogeneities of an object make a size variation of an object seriously, and this becomes factors to generate a frequent cache replacement. Therefore the object replacement algorithm that considers size reference characteristics of an object is required in order to increase the efficiency of web caching.
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(Fig. 1) Request frequency of object
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(Fig. 2) Request frequency rate
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(Fig. 3) Total transmission quantity

The number of division and the volume of scope to be allocated to divided scope have important influence on the performance of web caching in proposed algorithm. The object storage scope of 10k bytes or above allocate grade LARGE, and the object storage scope of 10k bytes or less allocate grade SMALL. (Fig. 4) shows the proposed replacement algorithm. When object request of a client comes, the cache administrator confirms the existence of the object in the corresponding division scope. If a cache-hit occurs, the cache server transmit the object to a client. And the cache administrator updates the time record on when it was used so that high ranking is assigned to this object in an LRU-MIN replacement.

![Object replacement policy diagram](image4)

(Fig. 4) Object replacement policy

If there is a plentiful free space to save the object in the cache scope, the object is saved in this free space. But if it is not, the object is saved using LRU-MIN replacement policy by remove a certain object in the cache scope. Web objects which save on each grade scope are substituted among the same grade object. Also, high ranking is updated of the referenced object for the LRU-MIN replacement policy.

The proposed algorithm is similar to LRU and LRU-MIN, SIZE in the reference tendency. But there are differences in the following points.

First, LRU refer to the time record immediately before an object is referred to. And it didn't reflect a reference
frequency and the object size.

Second, LRU-MIN operates with LRU similarly. But the LRU-MIN substitute a small-siz object unlike proposed policy. Bad cases on LRU-MIN, a lot of small-siz objects are removed by one large-siz object. The algorithm of SIZE improved this issue by replacing the greatest object among objects of cache storage scope for new object. But LRU-MIN and SIZE are not reflecting size heterogeneity of object, either.

4. Experiments and Analysis

In experiments, we measure object-hit ratio and average object-hit ratio, response time. The cache-hit ratio can indicate an object-hit ratio in the web cache. The average object-hit ratio can calculate an average value of an object-hit ratio on the requested objects as following Equation (1).

\[
\frac{\sum_{i=1}^{n} (O_{R_i},O_{S_{R_i}})}{\sum_{j=1}^{m} (O_{R_j},O_{S_{R_j}})} \quad \text{Equation (1)}
\]

\(O_{R_i}\): number of the requested object

\(O_{S_{R_i}}\): size of the requested object

\(O_{R_j}\): number of the hit object

\(O_{S_{R_j}}\): size of the hit object

An average object-hit ratio is calculated by a ratio of hit object size in size of the total object that a client requested. It means that a high object-hit ratio provides a faster response regarding a request of a client in web caching, and is capable of efficiently reducing the load of a system. Also, it can decrease the traffic of the main system and the local server system.

And the response time RT has the several response time notations, RT\(_{ch}\) (Response Time of cache-hit) on the cache-hit and response time RT\(_{cm}\) (Response Time of cache-miss) on the cache-miss. Response time for an object request of a client has delay factors like <Table 1>.

4.1 A case of cache-hit

\[
RT_{ch}=TDT_{cache\text{-to-cache}}+DDT_{cache}+SDT_{cache}+TDT_{cache\text{-to-client}} \quad \text{Formula} (2)
\]

4.2 A case of cache-miss

\[
RT_{cm}=TDT_{cache\text{-to-cache}}+DDT_{cache}+TDT_{cache\text{-to-url}}+TDT_{URL\text{-to-cache}}+RDT_{cache}+TDT_{cache\text{-to-client}} \quad \text{Formula} (3)
\]

(Table 1) Delay factors

- **Delay factors**
  - **Cause of the delay**
    - **TDT\(_{cache\text{-to-cache}}\)**: Transmission delay time occurred when a client requests an object to cache server
    - **DDT\(_{cache}\)**: Delay time required for a determination of cache-hit or cache-miss of cache server
    - **SDT\(_{cache}\)**: The delay time required for a search of an object saved in Large or Small scope of cache
    - **TDT\(_{cache\text{-to-client}}\)**: Delay time required when an object is transmitted from cache server to a client
    - **TDT\(_{cache\text{-to-url}}\)**: Transmission delay time required when cache server requests an object to URL
    - **TDT\(_{URL\text{-to-cache}}\)**: Delay time needed when an object is transmitted from URL to cache server
    - **RDT\(_{cache}\)**: Delay time that occurs in cache server when an object is replaced

(Fig. 5) Object-hit ratio(%) : compared with LRU-MIN

(Fig. 6) Object-hit ratio(%) : compared with SIZE

The response speed has a close relationship with the object hit ratio. Four delay factors occur with response time of a hit object in cache as in Formula (2), but six delay factors occur following the pattern of Formula (3) in the response time of a miss object. Among these delay factors, TDT\(_{cache\text{-to-cache}}\), TDT\(_{cache\text{-to-client}}\), TDT\(_{cache\text{-to-url}}\), and TDT\(_{URL\text{-to-cache}}\) are affected by the physical environment of networks. Therefore, delay time gets longer than cache-hit for the cache-miss because of the many influences of the physical environment. Also, the RDT\(_{cache}\) is the delay time that occurs in cache server when objects replaced have a lot of influences on the performance of web caching in Formula (3). Therefore, if we increase the object-hit ratio in experiment one, we can improve the response time in experiment two.
Firstly we measured object-hit ratio. The experiment method is as follows. 70% on the cache scope was assigned first to a LARGE grade, and 30% was assigned to a SMALL grade. And the experiments were conducted on object-hit performance of this algorithm and LRU-MIN, SIZE. Second, 60% on the cache scope was assigned to a LARGE grade, and 40% was assigned to a SMALL grade. Also, we experimented on the performance of these algorithms. In the figure which showed the examination result, DIV6:4 stands for 6:4 division, and DIV7:3 stands for 7:3 division. The experiment results of object-hit ratio are shown in (Fig. 5) and (Fig. 6). In experiment result figures, x-axis denotes the cache space size and y-axis denotes the hit ratio.

(Fig. 7) shows gain ratio of object-hit on 6:4 compare with LRU and LRU-MIN, SIZE. And (Fig. 8) shows gain ratio of object-hit on 7:3 compares with LRU-MIN and LRU-MIN, SIZE. In experiment result figures, x-axis denotes the cache space size and y-axis denotes the gain ratio. In these experiments of a hit ratio, we can get conclusions as follow. First, In the cache with small-sized capacity, the hit ratio of LRU and LRU-MIN, SIZE and the proposed algorithm were almost similar. Second, As the cache capacity grew larger, the performance of LRU and LRU-MIN, SIZE is improved. In experiment result, we can know the performance of SIZE and LRU-MIN was better than the performance of LRU. Third, And as the capacity of cache grew larger, the hit ratio performance of the proposed algorithm is more efficient than traditional replacement algorithms, and we can get 10%-15% performance enhancement.

Response time is the time required to provide the requested web object to a client. (Fig. 9) and (Fig. 10) show the gain ratio on response time. The experiments were also performed as an object-hit ratio in experiment one. Also, experiments were conducted on response time performance of this algorithm and LRU-MIN, SIZE. We reached the following conclusion by the experiments results of a response time. First, As the cache scope grows larger, the proposed algorithm and LRU-MIN, SIZE all improved their response time. Second, The performance of traditional algorithms and the proposed algorithm were almost similar about small-sized cache. Third, As the capacity of cache grew larger, the response time performance of the proposed algorithm is more efficient than traditional replacement algorithms. Forth, As for the gain ratio of response time, we can get 15% or above performance enhancement than LRU-MIN and SIZE. The reason that performance enhancement of gain ratio is higher than performance enhancement of object hit ratio originated in size of the object which user refer to. There was comparatively
a lot of reference on large-sized object in the experiment. According to this, response time was affected delay time of network greatly.

5. CONCLUSION

In this study, we can get the following conclusions about the influencing factors on the performance of web caching. User's reference characteristics take great influences on the performance of web caching. The proposed algorithm was based on reference characteristics, it can improve the performance of web caching.

The experiment results were variable depending on the diverse object reference characteristics and various traffic conditions of the network. Further researches are needed on the division-ratio of storage scope and the operation method of cache that considers this diversity dynamically.

REFERENCES


